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This paper presents a method for aerodynamic shape design driven by optimization which
combines traditional CAD-like parametric solid model construction with free-form local
deformation. The method involves placing a free-form deformation (FFD) box around an
analytic geometry and converting any geometry inside the box not by default defined by B-
splines to a B-spline representation. The control point net of the B-spline representation is
then deformed with FFD. Control points of the FFD box serve as design variables during
optimization, which allows for the generation of smooth geometry while keeping the number
of degrees of freedom manageable during optimization. This approach is demonstrated in
gradient-based optimizations of symmetric and asymmetric airfoils driven by the CFD analysis
tool MSES.

I. Nomenclature

𝑃𝑖 = B-spline control point 𝑖
P = vector of B-spline control points
𝐶𝐷 = two-dimensional drag coefficient
𝐶𝐿 = two-dimensional lift coefficient
𝐴𝑖 = area of a triangle element in an FFD grid
Y = a small number (i.e. 10−11)
𝑚 = indicator variable for normalized minimum triangular element area
[(ΔP) = penalty function

II. Introduction

Researchers have extensively examined methods of aerodynamic shape design, leading to a number of advances
in recent years. Advances like the adjoint sensitivity method for computing objective function gradients have

decreased the computational cost of shape optimization driven by computational fluid dynamic (CFD) analysis [1].
These computational advances have enabled engineers to broaden high-fidelity optimization techniques from solving
for optimal configurations of simple airfoil geometries to more complex components [2–5]. However, despite these
advances, high-fidelity aerodynamic shape design tools have not been widely adopted by design engineers.

One challenge for aerodynamic shape designers is the depth of knowledge required to use the myriad of tool-sets
involved in an optimization problem. Solving aerodynamic shape optimizations using CFD analysis involves a number of
steps, including: geometry parameterization, surface and volume meshing, flow analysis, and the optimization itself [6].
Typically, each of these steps requires a separate tool-set [7]. An additional reason for the large number of tools involved
in the shape optimization process stems from the different geometric modelers used. The aerospace design community
tends to develop custom in-house discrete, mesh-based tools. Commercially available tools (CAD-based and CAD-free)
are also used, but have a number of drawbacks. One drawback is, for proprietary reasons, CAD-based tools may hide
geometric components necessary to compute values like parametric sensitivities. Since gradient-based optimization
techniques require parametric sensitivities, when these are not provided, finite-differencing is used to approximate
the values, which can be computationally costly and introduce inaccuracy [8, 9]. On the other hand, CAD-free tools
have their own drawbacks. CAD-free tools lack meaningful design parameters, such as sweep or aspect ratio [10, 11].
Instead, design parameters are typically defined via deformative methods such as Free-form Deformation (FFD), which
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allow for generic shape changes, but do not provide any further insight into the parameter space [12–14]. Furthermore,
deformative methods generally result in a new discretization, not a new CAD model. The new discretization must be
manually remodeled in CAD software, which increases the length of the design-and-test cycle and can introduce manual
error [15].

Engineering SketchPad (ESP) is a feature-based and parametric solid modeler [16] designed to address many of the
issues outlined above. ESP allows users to define intuitive design parameters and provides parametric sensitivities using
a mixture of manually differentiation [17] and operator overloaded automatic differentiation, which is more efficient and
robust compared to finite differencing [18]. The build process for a model involves the use of standard primitives solids,
applied features, Boolean operators, transformations, and user-defined primitives and functions. While ESP enables
gradient-based shape optimization using intuitive design parameters, some geometric features, such as a wing fairing,
do not have “natural” or sufficiently flexible parameterizations for finding an optimal aerodynamic shape.

B-splines can be used to bridge parametric solid modeling with freeform shape design. Constructive solid modeling
often results in B-spline surfaces and curves, and if not, the analytic geometry can be converted to a B-spline
representation. Highly flexible and efficient in approximation [19], B-splines are especially useful when there is not a
clear means of parameterizing the geometry [20]. The proposed methodology uses free-form deformation of B-spline
geometry using the Engineering Geometry Aerospace Design System (EGADS) framework within ESP. This approach
allows for a mixed parametric build using both traditional design parameters and free-form deformation control point
locations. This maintains the intuitive connection to the designer with parameters that are part of the discipline’s lexicon
while providing an additional suite of free-form parameters attached to complex surfaces in the geometric model.

This paper presents the methodology of using CFD analysis driven optimization using FFD to deform B-spline
geometry. The remainder of this paper is organized as follows: Sections III and IV provide background on the FFD
technique. Section V describes the implementation of the technique and the penalty function formulation used here in
detail. Finally, Sections VII and VIII demonstrate the method on a number of CFD analysis driven optimization cases
where the objective function minimizes drag of symmetric and asymmetric airfoils, respectively.

III. Parameterization via B-Spline Control Points
In previous research by the authors, geometry defined by B-splines was locally deformed and optimized with analysis

by directly manipulating B-spline control points defining the geometry [21]. Although this work yielded promising
results, there were also issues, including the large number of degrees of freedom. Generally, even small shapes defined
by B-splines surfaces, like the rounded wingtip described in the paper, may be defined using a significant number of
control points. With each control point serving as a design parameter, this results in more than an ideal number of
degrees of freedom. Additionally, the design parameters need to be cleverly constrained in order to maintain valid
shapes. Specifically, the control point locations were limited to only allow movement in the positive normal direction
relative to the original geometry surface. This restriction prevents the generation of self-intersecting geometry, but
also limits the possible shapes which can be generated by the design optimization process. Without this constraint, the
optimization process regularly generates self-intersecting geometry. An example of this is shown in Fig. 1, which is a
self-intersecting geometry generated for an optimization where each control point could move without restriction in the
𝑥, 𝑦, and 𝑧-directions.
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Fig. 1 Self-intersecting geometry resulting from an optimization of a wingtip surface where the B-spline x, y,
and z control point locations served as independent design parameters.

Another issue observed was, during the optimization, geometry with undesirable “bumps” or “oscillations” would
be generated. For example, Fig. 2 shows two intermediate shapes (generated via an optimization where CFD analysis is
driving the B-spline surface deformation of a wingtip) with significant bumps. While the final wingtip surface from this
optimization was smooth, many intermediate geometries exhibited these “bumps”. This is an issue because it is difficult
for the flow server to converge on geometries like this, if it does, and the solver will spend a significant amount of time
analyzing this complicated shape. It is preferable to exclude geometries like this from the design space, so the solver is
not wasting time trying to find a solution for a shape which is “obviously” not optimal.

Fig. 2 Intermediate shapes in an optimization of a wingtip surface using the Cart3D design framework, where
B-spline control points served as the design parameters.

IV. Free-form Deformation of B-spline Geometry
Free-form deformation provides a way to address the concerns above [11, 22]. FFD is a technique for deforming a

solid geometric model by deforming the space of the model. This is accomplished by embedding the model in a FFD
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box defined by a tensor product trivariate B-spline (or Bernstein) polynomial [10] with a grid of control points, and
then moving the trivariate B-spline control points to warp the space. The B-spline FFD box must be of a topologically
higher dimension than the embedded geometry. For example, in order to morph a 1-dimensional curve in 2-dimensional
Cartesian space, the FFD grid must be topologically 2-dimensional. FFD is extremely useful in that it preserves the
connectivity and continuity of the underlying geometry when deforming it. Historically, this has been used frequently in
aerodynamic shape design to morph mesh points in a CAD-free manor [9]. However, deforming a mesh in this way may
cause significant distortion to the mesh elements, resulting in a need to reparameterize and remesh the geometry, which
is a time-consuming process. Furthermore, the final shape is a discrete mesh, rather than a Boundary Representation
(Brep) geometry which can be subsequently used for other analyses or manufacturing. In order to preserve the Brep
geometry, the methodology in this paper applies to FFD to deform the B-spline control point net of B-spline surfaces
instead of the points from a discrete mesh of the Brep surface. Since the geometry remains a Brep throughout the
process with this approach, there is no need for the steps of reparameterizing or remeshing the geometry.

Using FFD to morph B-spline geometry has a number of advantages over using the geometric B-spline control points
directly as the design parameters. Firstly, FFD gives the user explicit control over the number of design parameters, so
the degrees of freedom of the optimization can be decreased or increased as desired. Secondly, FFD results in smoother
geometry in comparison to the method of directly manipulating B-spline control points. For example, Fig. 3 shows a
B-spline curve defining a NACA 0012 with a perturbation to one control point. The deformed airfoil has a distinct
bump as a result of the manipulation to the B-spline.

Fig. 3 Movement of one control point of a B-spline curve. The undeformed geometry is shown in blue, and the
deformed geometry is shown in pink.

Perturbing one control point of the same airfoil with the FFD setup in Fig. 4, results in the geometry seen in Fig. 5,
which does not have a distinct bump. Figure 5 also shows the effect of the degree of the B-splines defining the FFD grid
on the deformation of the embedded geometry. When the FFD surface is defined by linear B-splines, the influence of
one control point has a more local impact on the embedded geometry, shown in Fig. 5a, in comparison to the influence
of one control point when the FFD surface is defined by B-splines of a higher degree, as shown with a cubic FFD surface
in Fig. 5b. However, in both cases the deformed geometry is smooth when compared to direct B-spline manipulation.
In addition to increasing and decreasing the degree of B-spline, the locality of influence of one control point is also
affected by the number and placement of the control points.

Fig. 4 FFD surface defined by a 4 × 4 control point net and an embedded B-spline curve defining a NACA 0012
airfoil.
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(a) Linear FFD surface.

(b) Cubic FFD surface.

Fig. 5 Result of deforming one control point in an FFD surface. The undeformed geometry is shown in blue,
and the deformed geometry is shown in pink.

FFD can create invalid, self-intersecting geometry if the control points move in a way which creates a negative
Jacobian in the control point net. Figure 6 shows a NACA 0012 airfoil and 4× 4 linear FFD grid where one control point
has moved, creating a negative Jacobian and an invalid, self-intersecting curve in the embedded geometry. Restricting the
FFD control point net to prevent any negative Jacobians ensures embedded geometry will not have any self-intersections
[23]. That is, so long as the FFD control point net does not have any folds, the embedded geometry will also not have
any folds.

Fig. 6 A control point in the FFD grid moved such that there is a negative Jacobian in the FFD grid, and the
deformed geometry is invalid.

V. B-spline Free-form Deformation Implementation
Geometry constructed in ESP will frequently contain B-spline curves and surfaces, however, if the Brep is not by

default defined by B-splines, it is first converted to a B-spline representation prior to FFD. The free-form deformation of
the B-spline geometry is executed in two steps. The first step maps the Cartesian coordinates of the embedded geometry
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to the parametric space of the FFD surface or volume, resulting in a set of Cartesian coordinate, (𝑥, 𝑦, 𝑧), and parametric
coordinate, (𝑢, 𝑣, 𝑤), pairs. This mapping is accomplished using the Newton-Raphson method to solve the linear system
of equations for the coordinate transformation. Since the parametric coordinates do not change during optimization,
this computation occurs once before any deformation. In traditional aerodynamic optimization practice, the Cartesian
coordinates are grid surface node locations. In the methodology presented here, the Cartesian coordinates are B-spline
control point locations. The second step in FFD is deformation. After the FFD surface or volume is deformed by
moving FFD control points, the new Cartesian coordinates, (𝑥, 𝑦, 𝑧), of the embedded geometry are computed via a
forward evaluation using the parametric coordinates, (𝑢, 𝑣, 𝑤) of the manipulated FFD surface or volume. In order to
ensure FFD does not result in self-intersecting geometry, the FFD control point net must not contain negative Jacobians.

A. Penalty Function
Restricting all FFD control points to not move outside the bounds of their neighboring control points prevents

negative Jacobians in the control point net. One way to do this is ensuring all areas formed by an FFD control point and
its neighbors always remain positive. For example, an interior control point in a 2-dimensional FFD grid forms four
triangular elements with its neighbors, as shown in Fig. 7a. The area of these triangular elements can be computed
using vectors, orienting the vectors appropriately so all areas are positive for the initial FFD control point net. During
optimization, this interior control point may move, changing the areas of the triangular elements. If the point moves and
all triangular element areas remain positive, as they are in Fig. 7b, then no penalty value should be introduced. However,
using vectors to compute the area means the control point can move in a way which creates a triangle element with a
negative area, as is the case shown in Fig. 7c. When this happens, a penalty value should be introduced. The penalty
term should scale such that, when added to the objective function, the optimizer will avoid negative triangular areas.
Additionally, the penalty term should scale such that larger negative areas are penalized more than smaller negative
areas, driving the optimizer in the direction towards the situation where all triangular elements of the FFD grid have
positive areas. All positive triangular element areas ensures all control points are within the bounds of their neighbors.
Figure 7 shows an example of the triangular elements for the case where there is only one interior control point, but in a
grid with more control points, the elements would overlap throughout.

(a) Penalty = 0 (b) Penalty = 0 (c) Penalty > 0

Fig. 7 Interior control point of an FFD surface.
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(a) Penalty = 0 (b) Penalty > 0 (c) Penalty > 0

Fig. 8 Boundary control point of an FFD surface.

(a) Penalty = 0 (b) Penalty = 0 (c) Penalty > 0

Fig. 9 Corner control point of an FFD surface.

The minimum area of the neighboring triangle elements divided by the summation of all neighboring element
areas serves as an indicator, 𝑚, for the penalty function. This indicator is positive when the minimum neighboring
triangle element is positive, indicating the control point is within the bounds of its neighbors. Otherwise, 𝑚 is negative,
indicating the control point may not be within the bounds of its neighbors and a penalty value should be introduced.
The indicator, 𝑚, normalizes to one for the initial FFD grid where all triangle elements have equivalent areas:

𝑚 =



4 · min(Ai )∑4
𝑖=1 𝐴𝑖

if interior control point

2 · min(Ai )∑2
𝑖=1 |𝐴𝑖 |+Y

∑2
𝑖=1 𝐴0

𝑖

if edge control point
𝐴𝑖

𝐴0
𝑖

else (corner control point)

(1)

where 𝐴𝑖 is the area of a neighboring triangular element, 𝐴0
𝑖

is the area of a triangular element in the un-deformed FFD
surface, and Y is a small number (i.e. 10−11). The Y term in the denominator serves to prevent division by zero.

For control points on the boundary of the FFD grid, only two triangle areas are influenced by the movement of the
point, as opposed to the four elements in the interior case, as shown in Fig. 8. Hence, the indicator 𝑚 only includes two
triangles and becomes negative if one triangle area changes sign, as shown in Fig. 8b. However, it is possible for a
boundary control point to move in a manner which results in both of the influenced triangular elements having negative
areas, as shown in Fig. 8c. In order for the indicator to change sign in this situation, the denominator for boundary
points is the sum of absolute values. Corner control points on the FFD grid only influence one neighboring triangular
element, as shown in Fig. 9. The corner triangular element areas are divided by the corresponding corner triangular
element area in the initial FFD grid.
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The penalty function needs to be differentiable, smooth, and monotonic for gradient-based optimization. In addition,
the penalty function needs to be zero when the indicator, 𝑚, is positive, and grow in magnitude when 𝑚 becomes
relatively close to or less than zero. This behavior can be accomplished with the complementary error function, shown
in Fig. 10, which is a continuous, differentiable, switch-like function.

erfc(𝑥) = 2
√
𝜋

∫ ∞

𝑥

𝑒−𝑡
2
𝑑𝑡 (2)

Fig. 10 Complementary error function (erfc).

The function for the indicator 𝑚 and the complementary error function combined provides a framework for testing
out a number of constants to appropriately scale the penalty so enough penalty value is introduced in comparison to
the objective function. A number of possible penalty functions were considered and tested. Equation 3 is the penalty
function formulated with the constants determined through testing to show the desired behavior. Figure 11 is a plot
of the penalty value versus the value of the indicator, 𝑚. The penalty value approximates zero until the argument 𝑚
begins approaching zero. A value of zero for 𝑚 indicates the minimum triangular element area is zero, and in order to
prevent this, the penalty function introduces a small value slightly before 𝑚 is zero, which increases as 𝑚 goes to zero
and continues to increase as 𝑚 becomes more negative. A linear growth of the penalty value when 𝑚 ≤ −1 worked best
with the optimizations in testing.

[(𝑚) = erfc(10 · m) · ( 1
4
− 1

2
· m) (3)

Fig. 11 Penalty function vs. indicator variable.
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Figure 12 is a colormapping of the penalty function contour values when an interior control point in a 3 × 3 FFD
grid is move and all other control points are fixed. The penalty function is non-zero when the minimum triangular
element area is positive but close to zero, and grows as the minimum triangular element area becomes more negative.
Unfortunately, this penalty function has one issue. The minimum function used in the computation for the indicator
variable, 𝑚, in Eq. 1 is 𝐶0-continuous, so it is not differentiable. As seen in Fig. 12, the sharp corners in the contours
indicate where the penalty function is 𝐶0-continuous.

Fig. 12 Colormapping of the penalty function value when the interior control point in a 3 × 3 FFD surface is
moved and all other control points are fixed.

(a) 𝛼 = 10 (b) 𝛼 = 1000

Fig. 13 Colormapping of the penalty function value when the smooth minimum function is used in replacement
of the minimum function.

To resolve this issue, a smooth minimum, which is a differentiable approximation of the minimum function, replaces
the minimum function:

smoothmin(A0,A1) =


𝐴0 − log(1+exp(−𝛼∗(𝐴1−𝐴0 ) ) )

𝛼
if 𝐴0 < 𝐴1

𝐴1 − log(1+exp(−𝛼∗(𝐴0−𝐴1 ) ) )
𝛼

else
(4)

As the plot in Fig. 13a illustrates, there are no longer sharp corners in the contours, indicating the function is continuous
and differentiable. The variable 𝛼 in the smooth minimum function controls the approximation. A higher value of
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𝛼 results in a closer approximation to the minimum function, as seen through the sharper corners in the contours in
Fig. 13b. The smaller 𝛼 = 10 better demonstrates the diffentiability of the smooth minimum function, but any value of
𝛼 is differentiable for this smooth minimum function. In all of the following optimizations in this work, the penalty
function uses 𝛼 = 1000.

VI. Shape Design via 𝐿2-norm Minimization
An 𝐿2-norm error minimization optimization is performed to verify this method can accurately match a target shape

and the formulated penalty function serves to prevent the generation of self-intersecting geometry. In this optimization, a
B-spline defining a NACA 0012 geometry is morphed using this method to match a target NACA 8416 airfoil geometry.
To define the airfoil geometries, cubic B-splines are fit using the cosine distribution of parameter values for the NACA
4-series equations. The last coefficient of the NACA 4-series equations is changed from −0.1015 to −0.1036 to produce
airfoils with a sharp trailing edge [24]. The airfoil geometries are generated using ESP and are shown in Fig. 14. The
objective function is the addition of the penalty function in Eq. 3 and the 𝐿2-norm error between the morphed and
target airfoil shapes. A rectangular cubic B-spline FFD surface encompassing the space of the airfoil is created, and
perturbations to the FFD control points serve as the design parameters in the optimization. The nonlinear optimization
library, NLopt [25], is used with the gradient-based Low-store BFGS (Broyden–Fletcher–Goldfarb–Shanno) [26, 27]
algorithm to perform the optimization.

(a) NACA 0012 (b) NACA 8416

Fig. 14 Initial and target airfoil geometries for the 𝐿2-norm difference minimization.

Figure 15 shows the results of an optimization with a 4 by 4 control point net for the FFD surface. This results in
4 × 4 × 2 = 32 degrees of freedom for the optimization, a significant reduction compared to using B-spline control
points directly as design parameters. The B-spline curve defining the airfoil geometry has 101 control points, which
would results in 101 × 2 = 202 degrees of freedom for an optimization with B-spline control points serving as design
parameters [28].

(a) Initial (b) Final
X-range [-0.1, 1.1]
Y-range [-0.15, 0.15]

Degrees of Freedom 32
Number of Iterations 244

Best Objective Function Value 4.0 × 10−7

(c) Summary of the optimization

Fig. 15 Summary of a 4× 4 cubic FFD grid 𝐿2-norm difference optimization. The FFD grid surface geometry is
blue and the control point locations are black points.
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The optimization terminates after 244 objective function iterations, with a final objective function value of 4.0×10−7.
The optimizer termination occurs when the difference between the value of subsequent objective function evaluations
is ≤ 1 × 10−17. Despite a small number of degrees of freedom in the optimization, the 𝐿2-norm difference between
the morphing and target airfoil shapes is remarkably small, verifying this methodology can be successfully used to
accurately match a target shape in a gradient-based optimization.

VII. Drag Minimization of a Symmetric Airfoil
After verifying using control points of B-splines as design parameters for optimization could match a known target

shape well, the technique is extended to optimization with CFD analysis. To demonstrate this method of aerodynamic
shape design with analysis, an optimization similar to the case in Section II.C in [21] is performed. The initial shape of
the optimization is a NACA 0024 airfoil, and the objective function minimizes the sum of the drag and penalty function
in Eq. 3, with a minimum constraint on area as half that of the initial airfoil area. The optimization statement is written
as:

minimize
ΔP

𝐶𝐷 + [(ΔP)

subject to 𝐴airfoil ≥
1
2
· 𝐴NACA0024

(5)

where ΔP represents the set of control point perturbations of the FFD surface.
The initial NACA 0024 airfoil is generated in ESP along with an FFD box. The pyCAPS interface to MSES in ESP is

used to define and execute the CFD analysis of the airfoil [29]. The analysis is executed with an angle-of-attack of
zero degrees, a Mach number of 0.7, and a Reynolds number of 5 × 106. A number of Multi-Disciplinary Analysis
and Optimization (MDAO) frameworks can directly interface with pyCAPS to execute optimizations. In this paper,
the open-source framework OpenMDAO [30] is used with the gradient-based Sequential Least Squares Programming
Optimize (SLSQP) which ships with OpenMDAO. The optimization objective convergence tolerance is set to 1 × 10−7

[31]. The gradients of 𝐶𝐷 , the penalty function, and the airfoil area with respect to each design variable are verified
using finite differencing, as shown in Appendix A in Ref. [28].

For the optimization, a 5 × 5 FFD grid defined in the Cartesian range [−0.05, 1.05] × [−0.16, 0.16] is used. To
maintain symmetry, the central row of control points is kept fixed, and, as in Section II.C in [21], the control points
defining the lower half of the airfoil are mirrors of the upper half. The 10 control points defining the upper two rows of
the FFD grid are thus the design parameters in the optimization. To ensure the chord length of the airfoil does not
change, only the 𝑦-component of the control points serve as free parameters. This results in 10 degrees of freedom.

For a linear FFD grid using this set-up, the optimization terminates after 50 design iterations and the objective
function value reduces from 0.032 to approximately 0.008. The area of the airfoil reduces from approximately 0.16 to
0.08, which satisfies the constraint placed on the minimum area of the airfoil. Figure 19 shows the initial and best airfoil
shapes with the associated FFD grid surfaces and control points in black, as well as a plot of the objective function
history and table summarizing the optimization.
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Fig. 16 Initial NACA 0024 Fig. 17 Best airfoil from the optimization.

Fig. 18 Object Function Convergence History

X-range [-0.05, 1.05]
Y-range [-0.16, 0.16]

Degrees of
Freedom

10

Number of
Iterations

50

Best Objective
Function Value

8.2 × 10−3

(a) Summary of the optimization

Fig. 19 A drag minimization of a NACA 0024 with a 5 × 5 linear FFD grid.

The same case above is executed with an FFD grid defined by cubic B-splines instead of linear. The summary of
this optimization is shown in Fig. 23. The same objective function value, 0.008, is achieved after 50 design iterations.
Examining the objective function convergence of the cubic case in comparison to the previous linear case shows it took
fewer design iterations for the cubic case to converge. By around design iteration 15, the cubic case has nearly reached
the best value of 0.008, whereas the linear case takes closer to 25 design iteration to reach this value. Since linear splines
have more local influence over the shape than cubic splines, optimizations with linear splines may converge more slowly
than optimizations with cubic splines.
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Fig. 20 Initial NACA 0024 Fig. 21 Final

Fig. 22 Object Function Convergence History

X-range [-0.05, 1.05]
Y-range [-0.16, 0.16]

Degrees of
Freedom

10

Number of
Iterations

50

Best Objective
Function Value

8.0 × 10−3

(a) Summary of the optimization

Fig. 23 A drag minimization of a NACA 0024 with a 5 × 5 cubic FFD grid.

The same case is executed a final time, with an increased quartic degree of the FFD box splines. With quartic
B-splines, the optimization converged to the objective function value of 0.008 after 28 design iterations. The smaller
number of design iterations to converge could again be a result of a higher degree of B-spline for the FFD box resulting
in less local influence for the control points. Figure 27 summarizes the results from this optimization.
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Fig. 24 Initial NACA 0024 Fig. 25 Final

Fig. 26 Object Function Convergence History

X-range [-0.05, 1.05]
Y-range [-0.16, 0.16]

Degrees of
Freedom

10

Number of
Iterations

28

Best Objective
Function Value

8.0 × 10−3

(a) Summary of the optimization

Fig. 27 A drag minimization of a NACA 0024 with a 5 × 5 quartic FFD grid.

VIII. Drag Minimization of an Asymmetric Airfoil
Another set of MSES design cases introduces camber to the initial airfoil shape, with the goal of having the analysis

drive the initially asymmetric airfoil to a symmetric airfoil shape. This case uses a Kulfan airfoil, where the geometry is
defined by a Class function and Class Shape Transformation (CST) [32]. The Kulfan CST function can be modified
with 𝑛 coefficients for the upper surface and 𝑛 coefficients for the lower surface to produce any round nose, sharp aft-end
airfoil. For this case, 4 coefficients are used for the upper and lower surface each. The coefficients used are in Appendix
B.4 in Ref. [28], along with the full ESP script for generating the Kulfan airfoil and a 5 × 5 FFD grid. The FFD grid is
defined in the Cartesian range [−0.001, 1.0015] × [−0.14, 0.14]. Both the first and last columns of the FFD control
point grid are only free to move in the 𝑦-direction during the optimization, so the chord length of the airfoil is kept at one.
Furthermore, the central control point in both of these columns is excluded from the set of design parameters. These two
control points are fixed so the nose and tail of the airfoil do not change position during the optimization. Both the 𝑥 and
𝑦-components of the remaining FFD control points are design parameters in the optimization. The analysis is done with
MSES at an angle-of-attack of zero degrees, a Mach number of 0.2, and a Reynolds number of 5× 106. As in the previous
cases, OpenMDAO and the SLSQP algorithm are used for the optimization. The area of the airfoil is constrained to a
minimum of half of the initial airfoil area. Additionally, an equivalence constraint on lift, 𝐶𝐿 = 0, is introduced. To
satisfy this constraint, the optimization must produce a symmetric airfoil. The optimization statement is written as:

minimize
ΔP

𝐶𝐷 + [(ΔP)

subject to 𝐴airfoil ≥
1
2
· 𝐴initial

𝐶𝐿 = 0

(6)

In the first case with the Kulfan airfoil, a cubic 5 × 5 FFD grid is used. This results in 4 + 4 + 2 · 3 · 5 = 38 degrees
of freedom. After 50 design iterations, the optimization reduces the objective function value from 0.010 to 0.0075. The
area of the airfoil is reduced from approximately 0.156 to 0.078, satisfying the constraint on airfoil area. The coefficient
of lift, initially 0.213, is 0.001 in the best shape from the optimization. A summary of the optimization is shown in
Fig. 33.

14

D
ow

nl
oa

de
d 

by
 M

IT
 L

ib
ra

ri
es

 o
n 

Ja
nu

ar
y 

22
, 2

02
4 

| h
ttp

://
ar

c.
ai

aa
.o

rg
 | 

D
O

I:
 1

0.
25

14
/6

.2
02

4-
13

17
 



Fig. 28 Initial Kulfan Airfoil Fig. 29 Final

Fig. 30 Airfoil Area History Fig. 31 𝐶𝐿 History

Fig. 32 Object Function Convergence History

X-range [-0.001, 1.0015]
Y-range [-0.14, 0.14]

Degrees of
Freedom

38

Number of
Iterations

50

Best Objective
Function Value

7.5 × 10−3

(a) Summary of the optimization

Fig. 33 A drag minimization of a Kulfan airfoil with a 5 × 5 cubic FFD grid.

In a second design optimization using the Kulfan airfoil, the same set-up is used with more control points. The FFD
grid used in this case is cubic and has a 7× 5 control point net. This results in 4 + 4 + 5× 5× 2 = 58 degrees of freedom.
After 50 design iterations, the optimization achieved the same objective function value as in the 5 × 5 FFD grid case,
7.5 × 10−3. Figure 39 summarizes the results from this case. Since there are more degrees of freedom for the 7 × 5 FFD
grid in comparison to the 5 × 5 FFD grid, it is expected the optimizer converges more slowly. This is illustrated by
comparing the convergence history for the objective function, shown in Fig. 39 for this case, with the previous case
shown in Fig. 33.
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Fig. 34 Initial Kulfan Airfoil Fig. 35 Final

Fig. 36 Airfoil Area History Fig. 37 𝐶𝐿 History

Fig. 38 Object Function Convergence History

X-range [-0.001, 1.0015]
Y-range [-0.14, 0.14]

Degrees of
Freedom

58

Number of
Iterations

50

Best Objective
Function Value

7.5 × 10−3

(a) Summary of the optimization

Fig. 39 A drag minimization of a Kulfan airfoil with a 7 × 5 cubic FFD grid.

The best airfoil shape from this optimization is approximately symmetric. The airfoil tail, originally at [1, 0] shifted
in both cases, despite the restrictions on control point movement for the last column of the FFD grid control point net.
As seen in Fig. 35, the tail of the airfoil shifted downward during the optimization. As a result, the 𝐶𝐿 of the best airfoil
is approximately 0.001, and not exactly zero.

IX. Conclusion
A method for aerodynamic design driven by optimization using free-form deformation to morph Brep geometry is

presented. In this method, the control point net of a B-spline representation of a geometry is deformed via free-form
deformation. Self-intersections of geometry are prevented by a penalty function, which is formulated such that
self-intersect in the FFD grid control point net are avoided, thereby preventing self-intersections in geometry embedded
in the FFD grid. The control points of the free-form deformation grid serve as design parameters for optimization.
Using this method results in smoother shapes throughout the design process and allows for more control over the number
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of design parameters in the optimization in comparison to direct B-spline manipulation. The method uses the geometry
generation software in ESP to compute parametric sensitivities necessary for gradient-based optimization. Optimization
is performed using the pyCAPS framework in ESP with MSES for analysis. The method is demonstrated on airfoil
optimization cases for both symmetric and asymmetric airfoils, where the optimization minimizes drag.
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